**Discussion 1**

What is the output of the following Python program?

value = 6

if value % 2 == 0:

print("first", value)

elif value % 3 == 0:

print("second", value)

while value <= 9:

value = value + 1

if value == 8:

continue

else:

pass

print ("third", value)

else:

print ("fourth", value)

print("fifth", value)

first 6

third 7

third 9

third 10

fourth 10

fifth 10

**Discussion 2**

The following program calculates the number of input strings with letter ‘a’, and end the program when the input string is “####”. Here is an expected sample run:

***Sample :***

enter a string (enter #### to stop): apple

enter a string (enter #### to stop): banana

enter a string (enter #### to stop): strawberry

enter a string (enter #### to stop): book

enter a string (enter #### to stop): ####

3 strings with letter 'a'

while True:

str = input("enter a string: ")

for letter in str:

if letter == 'a':

break

count +=1

print(count , "strings with letter 'a'")

There are some errors in the above program. Please indicate where the errors are and how to correct them.

The code does not have a way to exit the and stop the program. Count is undefined. Indentations are wrong.

count = 0

while True:

str = input("enter a string: ")

if str == “####”:

break

else:

for letter in str:

if letter == 'a':

break

count +=1

print(count , "strings with letter 'a'")

**Discussion 3**

There is a sequence called the Fibonacci sequence. The first two numbers in the Fibonacci sequence are both 1, and the third number (as well as the remaining numbers in the sequence) is the sum of the previous two.
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The sequence *Fn* of Fibonacci numbers is defined by the [recurrence relation](https://en.wikipedia.org/wiki/Recurrence_relation):
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with [seed values](https://en.wikipedia.org/wiki/Seed_value)
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Write a simple Python program to generate this sequence before 1000. Note: use multiple assignments with a simple while loop to compute.

**Check this for your own interest:** <https://en.wikipedia.org/wiki/Fibonacci_number>

F1 = 1

F2 = temp = 1

fibonacci = []

fibonacci.append(F1)

fibonacci.append(F2)

Fn = F1 + F2

while Fn < 1000:

    fibonacci.append(Fn)

    Fn, temp = Fn + temp, Fn

for i in fibonacci:

    if i == fibonacci[-1]:

        print(i)

    else:

        print(i, end=", ")

**Discussion 4**

Write a Python program that reads an integer from the user, which is the width of the pattern below, and then prints out the pattern. Suggestion: use nested **for** loops. Hint: **print("\*",end="")**.

**![](data:image/png;base64,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)**

Further discussion: Is it possible to use **for** only twice? Or even once? (of course no **while**)

width = int(input("Please enter pattern width: "))

height = width\*2 - 1

for h in range(1,height+1):

    if h <= width:

        print("\*"\*h)

    elif h > width:

        print("\*"\*(height+1-h))